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Abstract—Compute nodes in modern HPC systems are growing
in size and their hardware has become ever more diverse. Still,
many HPC centers allocate the resources of full nodes exclusively
to avoid contention, despite the associated risk of underutilization.
This paper describes a thorough resource utilization study of
CPU and GPU compute and memory capacity, and interconnect
bandwidth on JUWELS, a mature leadership-class modular
supercomputer, with the aim of identifying opportunities for
improving utilization through advanced scheduling and node
sharing. Separate analysis of CPU-only and GPU-accelerated
nodes finds that CPU compute usage is already close to optimal
for the CPU-only nodes, whereas there is plenty of scope for co-
scheduling CPU-based jobs on GPU-accelerated nodes. Memory
capacity and node-level interconnect bandwidth are sufficient
to provision co-scheduled jobs. We analyze multiple one-month
datasets to validate robustness of conclusions over time and
compare with previous studies on other systems to establish
generalizability of results.

Index Terms—High performance computing (HPC), Resource
management, Monitoring, Dynamic/Adaptive scheduling, Predic-
tive analytics

I . INTRODUCTION

In the pursuit of ever more computational power and—
perhaps more so in the future—energy-efficiency, the compute
nodes in modern high performance computing (HPC) systems
are growing in size and their hardware has become ever more
diverse, with nine of the top ten systems on the November
2023 TOP500 list now being GPU-accelerated [2]. However,
this heterogeneity presents challenges for both application
developers as well as system administrators in how to ensure
efficient utilization of the various resources in the nodes.

Many HPC centers allocate the resources of full nodes
exclusively, while codes are likely to bottleneck on only one (or
a small subset) of the available devices, leaving the remaining
underutilized. Co-scheduling of jobs (a.k.a. colocating or node
sharing) is one potential option to improve overall utilization
by concurrently running jobs with complementary resource
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needs on the same nodes. Nonetheless, it is often not used by
default because of the risk for severe performance degradation
due to contention when jobs with overlapping requirements end
up co-scheduled and competing for the already bottlenecked
shared resource. Mitigating this risk requires careful monitoring,
making robust implementation much more difficult.

The primary contributions of this paper are
• a thorough study of resource utilization of CPU and

GPU compute and memory capacity, and interconnect
bandwidth on JUWELS, a mature leadership-class modular
supercomputer;

• identification of opportunities for improving utilization
through node sharing, as well as which resources are
already well-used;

• analysis of multiple one-month datasets to validate robust-
ness of conclusions over time;

• comparison with previous studies on other systems to
establish generalizability of results;

• release of the anonymized operational data and scripts
used for the analysis.

A. Related works

A number of prior studies have looked into resource
utilization of HPC systems [3]–[9]. Browne et al. [3] introduced
an open source HPC monitoring system, Gómez-Iglesias et
al. [4] presented a tool for user-level monitoring of individual
applications, Nikitenko et al. [5] explored on-the-fly analysis
and making monitoring data available to users, Wang et al. [6]
gave a high-level summary of five years of usage data from
the Titan system, and Netti et al. [7] discussed an operational
data analytics framework for use in HPC facilities.

Several others focus more narrowly on memory utiliza-
tion [10]–[13]. Turner and McIntosh-Smith [10] determined
memory requirements of applications on ARCHER, Zivanovic
et al. [11] analyzed the memory footprints of several HPC
benchmarks and production applications, and Panwar et al. [12]
quantified memory underutilization and propose new microar-
chitecture techniques for leveraging the unused capacity.

We build particularly on the works of Peng et al. [13], who
investigated memory usage of the Lassen and Quartz systems;
Michelogiannakis et al. [8], who looked into the potential for
disaggregation in the Cori system; and Lie et al. [9], who
characterized the Perlmutter system [14].
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TABLE I
JUWELS MODULE CONFIGURATIONS

Cluster (standard CPU nodes) Booster

CPU-only 4×NVIDIA A100, 40 GiB HBM2
2× Intel Xeon Platinum 8168 2×AMD EPYC 7402
96 GiB DDR4 512 GiB DDR4 (host)
2271 nodes 936 nodes
279 nodes per cell 48 nodes per cell
InfiniBand EDR fat tree InfiniBand HDR Dragonfly+

Both have 48 physical / 96 logical cores per node

Disaggregation of resources, particularly memory, shows
great promise for reducing underutilization [8], [15]–[22];
however, in general it requires specialized hardware or even
photonics to mitigate additional latency [15], or changes in
user code to effect an implementation in software [21]. This
work therefore focuses on the potential improvements using
existing hardware via (dynamic) co-scheduling of applications
with complementary resource utilization profiles.

Co-scheduling has been studied in various contexts [23]–
[31]. Blagodurov and Fedorova [23] used on-the-fly process
migration for contention-aware scheduling, Galleguillos et
al. [24] developed a data-driven approach for job duration
prediction for dispatching methods, Netti et al. [25] proposed
new heterogeneity-aware resource allocation algorithms, Xiong
et al. [26] explored colocating with oversubscription to increase
overall throughput, Goponenko et al. [28] integrated monitoring
data with Slurm for I/O-aware scheduling, Zacarias et al. [27],
[29] used machine learning to select applications for colocation
which minimize performance degradation, Tzenetopoulos et
al. [30] developed an interference-aware scheduler with Kuber-
netes, and Xue et al. [31] investigated the effect of split locks
on virtual machine (VM) placement.

Particular attention has been paid to contention for memory
bandwidth [32]–[36]. Zhuravlev et al. [32] looked into thread
scheduling for reducing contention, Xu et al. [33] proposed
minimizing memory bandwidth contention by maintaining
an average utilization target, Breslow et al. [34] studied job-
striping of HPC workloads, Dauwe et al. [35] examined energy
use when using neural networks to predict contention, and
Kuity and Peddoju [36] proposed a model for data locality and
memory bandwidth contention-aware container placement.

The current work adds to the above body of research,
studying the utilization of resources in the production HPC
system JUWELS, for which such results have never been
published before. We analyze its operational data for potential
to improve resource utilization through advanced scheduling
techniques. In doing so we combine some of the approaches
used independently in previous publications: job monitoring,
data analytics of operational data, and scheduling policies.

B. System configurations

All data have been collected from JUWELS [1], [37], the
Tier-0 HPC supercomputer housed at Forschungszentrum Jülich
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Fig. 1. JUWELS computing time allocations by research area, as of November
2023. Figure only includes categories with shares ≥ 0.5% of total, and specific
share amounts are only labeled for values ≥ 2%. Other research areas with
shares < 0.5% on both modules include: Medicine; Agriculture, Forestry
and Veterinary Medicine; Molecular Chemistry; Mathematics; Materials
Engineering; Systems Engineering; and Electrical Engineering and Information
Technology. For the Cluster, only allocations for standard (i.e., not GPU-
accelerated) nodes are included, to better match with our datasets. The same
allocations are in effect for both November and January datasets (see section II).

(FZJ) in Germany. The configuration of JUWELS is based on
the modular supercomputing architecture (MSA) [38]–[41]
comprising two separate but closely interconnected modules
referred to as the Cluster and Booster [42]–[44]. A brief
overview of the salient hardware details of the two modules is
given in table I and elucidated further below.

Users from many scientific domains run computations on
JUWELS, so Fig. 1 gives an overview of the computing time
shares allocated on JUWELS as of November 2023, broken
down by research area. Approved allocations start on the first
of May and November each year, so all of our data (discussed
further in the next section) originate from the same allocation
period illustrated in the figure.

The Booster module contains only GPU-accelerated compute
nodes, of which there are 936, organized into 39 racks of 24
nodes, with 2 tightly coupled racks forming an InfiniBand cell
within the Dragonfly+ topology, which is the basic building
block of the network. Every node is equipped with four
NVIDIA A100 GPUs, with each GPU having 40 GiB of HBM2
memory and a dedicated 200 Gbit/s InfiniBand NDR200 HCA.
Every node also has two AMD EPYC Rome 7402 CPUs, which
share 512 GiB of host DDR4.



The Cluster module has a more heterogeneous node con-
figuration, with a primary set of 2271 CPU-only standard
compute nodes supplemented by smaller sets of 240 large-
memory nodes (also CPU-only), 56 GPU-accelerated nodes,
and four visualization nodes. To keep the analysis more easily
interpretable we restrict our dataset to just the standard compute
nodes, which are each equipped with two Intel Xeon Platinum
8168 CPUs sharing 96 GiB of DDR4. Nodes on the Cluster
are organized into cells comprised of three physical racks (two
racks for compute and one rack for the associated network
switches) with each cell having 279 nodes.

Both CPU types have 24 physical cores per socket, with
Intel Hyper-Threading (HT) Technology or AMD Simultaneous
Multithreading (SMT) enabled, as applicable. This gives a total
count of either 48 physical or 96 logical cores per node on
both modules. Resource allocation and scheduling is performed
by the Slurm workload manager [45]–[47] (version 22.05.9
at time of writing) and node sharing is not currently used on
either module, so jobs have exclusive access to all resources
on the nodes in their allocation.

We note that throughout this paper we may refer inter-
changeably to jobs running on the Cluster module as “CPU” or
“CPU-only” and jobs running on the Booster module as “GPU”
or “GPU-accelerated”, regardless of actual GPU utilization.

II . DATA COLLECTION

Job monitoring information for JUWELS is collected
and managed by a reporting and visualization tool called
LLview [48], [49], developed in-house at FZJ. LLview is
formed from a collection of software that oversees the
acquisition of hardware status and usage data from the
various components of each system at FZJ, and relies on the
system monitoring stack deployed by the operations team. The
monitoring stack primarily uses Prometheus [50] for collecting
hardware metrics on compute nodes and IBMS (a fabric
monitoring system tool by Eviden) for InfiniBand monitoring.
LLview collates the different monitoring data and maps it
to job submission and scheduling data from Slurm, and then
provides a web interface for users and system administrators
to view and explore the data in detailed interactive reports.

Most of the data are sampled by LLview at one minute
intervals, on average, and are available in the live web portal
for three weeks before being archived. This sampling interval
does mean that very short transient features of the time series
may be missed or averaged out, but it still provides plenty
of data for many system-level statistical analyses, especially
considering the small overall contribution made by very short
jobs with few data points, as noted in section II-A.

Data for the GPUs (compute and HBM2 utilization and
power draw) are collected using the NVIDIA Management
Library (NVML) [51], which is queried every minute by a
daemon developed in-house. Data for CPU compute and host
DDR4 utilization are collected from Slurm as the average over
the preceding minute.

There are two primary datasets presented in our analysis,
consisting of all jobs that ended during either November 2023 or

January 2024, respectively.1 Jobs that were explicitly submitted
to ‘development’ queues are excluded in order to focus on
production workloads. The November dataset contains 39 858
and 47 332 jobs on the Cluster and Booster, respectively, while
for the January dataset there are 73 335 and 46 837.

Maximum and average resource utilization for a job are
defined by applying the respective aggregation function over
both the time series for each node and over the nodes allocated
to a given job; for the GPU-specific data, the aggregation is
instead over both the time series for each individual GPU and
over all the GPUs allocated to a given job.

Analysis of the data was carried out in Python using the
pandas module [52], [53]. In order to gain useful insights
from the large volume of data, our primary tool is the cumula-
tive distribution function (CDF), which gives the cumulative
percentage of jobs—either by count, node-hours, or GPU-
hours; as indicated in individual figures—for which the quantity
of interest is ≤ x. CDFs using node-hours/GPU-hours are
particularly useful for high-level resource utilization analysis
because the plot area then represents the total resource-hours
available in the given time period, and the areas above and
below the CDF curve provide insight into the utilized and idle
fraction of said resource-hours, respectively.

A. Job Durations

Fig. 2 shows a full breakdown of the distribution of jobs
by runtime, with CDFs for both the number of jobs by count
(dotted lines) and weighted by node-hours (solid lines).

On both modules a majority of jobs by count are short (< 1 h)
but this group represents only a small fraction (~5 %) of system
node-hours. Such short jobs are often assumed to be mainly
test jobs (such as parameter scans), debugging jobs, or failed
jobs, and therefore not indicative of real system usage. As such,
some studies exclude short jobs from their analysis, but we
have elected to retain them in this study for two main reasons:
firstly, the choice of cut-off runtime is effectively arbitrary
(e.g., Peng et al. [13], Lie et al. [9], and Michelogiannakis et
al. [8] all use different thresholds of one minute, one hour, and
two hours, respectively); and secondly, the small contribution
of node-hours for short jobs means that simply weighting the
analyses by node-hours organically reflects the true system
impact of jobs of all durations in any case.

Both modules have a maximum wall clock time of 24 hours,
and there is a noticeable grouping of 10-20 % of the node-hours
near this upper bound for both modules. On the Cluster, the
distribution of runtimes is otherwise quite even throughout the
entire range, while on the Booster a distinct kink in the plotted
CDFs of Fig. 2 can be seen at the six hour mark. This is likely
a result of policy, where a shorter wall clock time limit of six
hours is enforced for projects that have already exhausted their
allocated quota for a given month. Users belonging to such
projects may still submit jobs, but they are scheduled with

1Subsets of data from other time periods were also explored in the process
of developing the current study, with similar statistical trends being observed,
but only results from the two main datasets are presented, as they are the only
ones with complete data for all resources studied.
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Fig. 2. Cumulative distribution functions of job runtimes, both by count and weighted by node-hours. Annotated values are computed from the average of the
November and January datasets. Majority of jobs by count are short (< 1 h) but this group represents only a small fraction of system node-hours. 24 h is the
normal wall clock time limit on both modules, while 6 h is the wall clock time limit for projects that have already exhausted their allocated quota, with a
visible kink at 6 h in the Booster data.

lower priority and are subject to the shorter time limit. That
this kink appears only for the Booster would suggest that there
may exist more projects on the Booster that are consuming
more compute resources than were allocated to them.

B. Job Sizes

Fig. 3 gives a breakdown by the number of nodes requested
per job. Approximately 50–60 % of jobs by count on both
modules only request a single node, but even these small jobs
contribute non-negligibly to the system node-hours, particularly
on the Booster, with 6 % and 20 % of Cluster and Booster node-
hours respectively coming from single node jobs.

Compared to Li et al. [9] we see fewer single node jobs, with
49 % and 57 % of CPU and GPU jobs, respectively, compared
with their 68 % and 66 %. Some of this difference may be
workload differences and statistical noise (particularly for GPU
jobs the difference is not so significant), but there could also be
an effect from our dataset being collected later in the life cycle
of JUWELS. The Cluster was deployed in the summer of 2018
and the Booster in November 2020, giving 3–5.5 years between
deployment and collection of our datasets, vs. only 1–1.5 years
between Perlmutter’s phased deployment in 2021/2022 [14]
and the dataset used by Li et al. [9], collected November 1 to
December 1, 2022. This may have given more time for users
to scale up from single node development and testing.

Additionally, >99 % of CPU jobs by count (>74 % by node-
hours) would fit within the 279 nodes of a single cell on the
Cluster, while on the Booster, >98 % of jobs by count (>75 %
by node-hours) would fit within the 48 nodes of a single cell.
This is similar to the results of Li et al. [9] where they observed
that >99.6 % of both CPU and GPU jobs would fit within the
256 or 128 nodes of a single rack of the respective Perlmutter
partitions. However, while they did not indicate the node-hour
contribution of the remaining large jobs, we note that for our
datasets these multi-cell jobs still contribute up to 25 % of the
node-hours. This is useful knowledge for scheduling the nodes

of a job close to each other within the network topology, as well
as for potential future resource disaggregation strategies, where
pooling at sub-system rack/cell levels has been mooted [8].

Conversely, very few jobs request truly large node counts
occupying a significant fraction of the full modules. We note
that there are also possible scheduling policy effects at play
here, namely, if users wish to run particularly large or full-
module scale jobs (>1024 nodes on the Cluster or >384 nodes
on the Booster) they must submit to special queues that only
run in designated time slots coordinated with the user support
team. Therefore, the presence or absence of such large jobs in
the data could vary greatly depending on such arrangements
being made during a given period of time. Although rare, such
large jobs can obviously still contribute significant node hours,
as indicated by the visible steps in the node-hour CDFs at high
node counts of Fig. 3, despite the almost imperceptible change
in the accompanying count CDFs.

III . RESOURCE UTILIZATION

A. Main Memory on the CPU

In the spirit of Li et al. [9] and Peng et al. [13] we briefly
characterize the jobs by their maximum CPU DDR4 utilization,
as shown in Fig. 4. Those studies labeled their categories as
low (≤25 %), medium (25–50 %), and high (>50 %) intensity.
We have made one further division, such that we rather have
very low (≤12.5 %), and low (12.5–25 %). We did this both
to provide a bit more of a breakdown, but also because the
Booster nodes have twice as much DDR4 as Perlmutter’s GPU
nodes, which means that in terms of actual memory values for
GPU jobs, our very low category now corresponds directly to
Li et al. [9]’s low category, our low with their medium, and our
medium with their high.2 All thresholds are determined from

2On the other hand, Perlmutter’s CPU nodes have more than four times as
much DDR4 as the Cluster nodes, so all our categories would fall below their
low threshold.



1 4 16 64 279 1024 2271
0%

20%

40%

60%

80%

100%
Jo

bs

cell

75%

Cluster (CPU-only jobs)

1 4 16 48 384 936

cell

76%

Booster (GPU-accelerated jobs)

Number of Nodes

Nov ’23
Jan ’24

node-hours
count

Fig. 3. Cumulative distribution functions of jobs sizes (i.e., number of allocated nodes per job), both by count and weighted by node-hours. N.B. log-scale on
the x-axis. For the Cluster, 279 is the number of nodes per cell, while the Booster has 48 nodes per cell. Annotated values are indicated for the minimum of
the November and January datasets.

0% 20% 40% 60% 80% 100%

no
de

-h
ou

rs
co

un
ts

2

39

22

21

35

30

42

10

Cluster (CPU-only jobs)

6 12

(12, 24]

(24, 48]

> 48

0% 20% 40% 60% 80% 100%

22

53

25

23

29

16

24

8

Booster (GPU-accelerated jobs)

6 64

(64, 128]

(128, 256]

> 256

Percentage of Jobs by Count and Node-hours

Fig. 4. Percentage of jobs by count and node-hours with maximum CPU memory utilization in the given ranges (in GiB). Jobs with high maximum CPU
memory utilization tend to consume more node-hours. Data from both November and January datasets were combined to create this figure, although we note
that the general trends are similar when they are plotted separately (not shown). Labeled percentages may not sum to 100 due to rounding.

the nominal DDR4 capacities for simplicity, and the specific
values are given in the figure legend.

A similar result is seen as in Li et al. [9] and Peng et al. [13],
where jobs with medium and high maximum memory intensity
on both modules account for a greater fraction of node-hours
than jobs by count. This indicates that jobs that reach a greater
peak memory footprint are also more likely to run for a longer
time and/or occupy a greater number of nodes.

For more granularity, Fig. 5 shows full CDFs of the CPU
DDR4 usage per job, weighted by node-hours. The OS and
other services running on the compute nodes invariably occupy
some memory, with GPFS (General Parallel File System) in
particular consuming several GiB, but we are only interested
in the utilization rate for the remaining memory, i.e., that
which is actually available to the application. Therefore, 100 %
utilization is normalized to be the maximum value in the
datasets for each module, as a more representative upper limit
than simply the nominal hardware value. This assumption was

manually validated by checking the logs for such jobs and
noting that they showed “out-of-memory” errors, indicating
that they had truly reached 100 % of the available DDR4. For
reference, the actual maximum values observed were 90.84 GiB
and 492.69 GiB on the Cluster and Booster, respectively,
compared with the nominal values of 96 GiB and 512 GiB.

A majority of node-hours on both modules (~55 % on the
Cluster and ~75 % on the Booster, averaged over both datasets)
are accounted for by jobs that never consume more than 50 %
of the DDR4 available to them. The CDFs for both modules
have an initial flat section at the very lowest utilization levels,
indicative of the background/OS memory usage setting a lower
limit on the memory utilization seen in the dataset. For both
datasets on the Cluster and the January dataset for the Booster,
the CDF increases relatively consistently across the remaining
range, while for the November dataset on the Booster a distinct
plateau is seen, with the CDF becoming nearly flat between
60–80 % utilization. This might suggest that while memory is
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over-provisioned for almost three quarters of the node-hours in
November, the remaining quarter form a distinct class of jobs
that use most, if not all, of the the DDR4 available to them.

As mentioned in section II, the area of the plots represents
the total system resource-hours available in the given time
period, and so from a scheduling perspective, the area under
the maximum CDF curves represents the fraction of the idle
resource-hours that could be reclaimed given a perfect static
allocation. What we mean by this is an allocation that is fixed
over the runtime of a job, but is exactly large enough to meet
the peak resource requirement of said job. Conversely, the area
under the average CDF curves would represent the fraction of
the idle resource-hours that could be reclaimed with a perfect
dynamic allocation that changes to exactly match the resource
requirements of the job at all points in its runtime.

Given that, one can then view the area between the maximum
and average CDFs as an upper bound on the additional
improvements achievable by considering dynamic vs. static
allocations. Since the area below the maximum CDFs is
significantly larger than the area between the maximum and
average curves, it is clear that the bulk of theoretically possible
improvements come from optimizing static allocations to better
reflect peak demands. This still requires predicting what the
maximum utilization for each job will be, an already non-trivial
problem, but implies that the much harder problem of predicting
the temporal evolution of each job’s resource utilization to better
match a dynamic allocation would only allow for marginal
possible improvements over the static problem.

For both modules over 50 % of the plot area is below the
curves, indicating substantial unused memory capacity for co-
scheduling of jobs. However, we note that memory bandwidth
is also an important potential source of contention, which we
unfortunately do not have data for in this study.3 Thus, one

3Hardware counters for directly measuring memory bandwidth utilization
are not available, and a proxy such as last-level cache misses is not currently
collected, although we are investigating possibilities for future studies/systems.

should implement a means to measure bandwidth usage and/or
monitor carefully for performance degradation of co-scheduled
jobs to determine those with individually high bandwidth usage.
One possibility on modern architectures would be isolating jobs
on separate NUMA (non-uniform memory access) domains
and restricting their access to only domain-local memory,
which should mitigate or even eliminate the risk of contention
depending on the specific split of resources.

We note that certain comparisons between the datasets, such
as the Kolmogorov–Smirnov test, are not particularly useful in
this study because they are too sensitive to specific differences
like the separations near 50 % in the Cluster CDFs or near 80 %
in the Booster CDFs. In our case, the main conclusions stem
directly from the plot areas and do not require the underlying
distributions to be identical. The areas both under the maximum
CDFs and between the average and maximum CDFs differ
by at most 3 % between the datasets on both modules, with
similar agreement for CPU utilization in the next section.

B. CPU Compute

Fig. 6 gives the CDFs of the CPU compute utilization
weighted by node-hours. With HT/SMT enabled on both
modules, 50 % on the x-axis implies only physical cores being
used, while 100 % would indicate all physical and logical cores
used at full capacity. On both modules we observe very few
node-hours actually using HT/SMT, with only ~12 % of CPU
and ~3 % of GPU node-hours reaching significantly above 50 %
utilization.4

The large ~68 % step in the node-hours near 50 % utilization
on the Cluster indicates over two-thirds of the jobs sitting right
at this one-thread-per-core operating point. There is also a
smaller step of ~9 % of the node-hours near 25 % utilization,

4 We manually choose a threshold just above 50 % by inspection as shown
in Fig. 6 because background/OS processes result in usage slightly above
50 % even for jobs that target only the full complement of physical cores. For
automated thresholding, 60 % would seem a reasonable compromise between
capturing the top of the step but still avoiding much additional increase.
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which could indicate particularly memory bound jobs for which
only using half of the physically available cores provides an
even better balance of compute to memory bandwidth, or where
a smaller core count improves cache reuse.

From a scheduling perspective, the Cluster shows little room
for potential improvement. While technically there is a large
total area under the curves in the left plot of Fig. 6, in reality
one would assume that codes running only on the physical
cores are doing so because they are already bound by memory
bandwidth, and so co-scheduling other jobs would almost
certainly lead to contention (with the jobs near 25 % likely
even more sensitive to contention from extra threads).

Given that a “perfect” utilization scenario would present
as a CDF running flat along the bottom of the plot and then
turning 90°upwards at the desired utilization, the sharp corners
in the Cluster CDFs occurring at sensible operating points are
about as close to optimal as one could realistically hope for.
The average and maximum CDFs are also very close together,
indicating little temporal variation in CPU utilization to exploit
over the bulk of the node-hours.

In contrast, on the Booster almost 80 % of the node-hours
reach maximally 20 % CPU utilization, demonstrating the
merely supporting role played by the CPU on the GPU-
accelerated nodes. LLview also computes a metric for the
number of cores that are “in use” on a node, reported as a
binary state for each individual core that is defined to be true
iff its usage was above 25 % over the preceding minute. For
the Booster, the median number of cores “in use” across both
datasets is 4.2 per node (weighted by node-hours) indicative of
the common use case where a single CPU thread is launched
per GPU to coordinate computations.

Also of note is a small but clear step of ~10 % of the node-
hours in both the average and maximum CDFs of the November
dataset for the Booster near 50 % utilization. This indicates a
class of jobs making full usage of the physical cores on this
module, not just using the CPU as support for the GPU but

actually performing sustained computations on the host.
With most of the plot area for the Booster under the CDFs

(even considering only the left half of the plot below the
50 % utilization threshold) there is considerable room for co-
scheduling of CPU consuming jobs on the Booster, especially
in combination with the available DDR4 capacity seen in the
previous section. Lack of memory bandwidth data would again
be the major potential caveat, but for jobs that are well-adapted
to offload the bulk of their workload to the GPUs, co-scheduling
with CPU-only jobs should be a very tenable option.

Comparing with Li et al. [9], we observe similar overall
conclusions, but a couple of differences stand out. They
observed more CPU node-hours using SMT than we did (>20 %
with >95 % utilization compared to our ~9 %). They also
observed significantly more CPU intensive jobs on their GPU-
accelerated nodes than we did, with >30 % reaching >55 %
utilization on Perlmutter compared to our ~3 %. This could
perhaps be due to the JUWELS system being in operation for
a longer time, with users better off-loading the computational
work to the GPU accelerators.

C. GPU Utilization

GPU compute utilization is reported by NVML as the
“percent of time over the past sample period during which
one or more kernels was executing on the GPU.” [51] This
does limit the utility of this measure for determining how
efficiently a given GPU is being used, but does still allow one
to glean whether at least some computation is being executed
on a given GPU. For this reason (and to facilitate comparison
with the results from Li et al. [9]) we report in Fig. 7 the
utilization of the compute and HBM2 memory resources per
GPU for each job, rather than per node, and weighted by the
runtime to give GPU-hours rather than node-hours.

Similar to Li et al. [9], we see a small portion (~8 %) of the
GPU-hours recording no kernels whatsoever executing during
the job runtime. This is slightly less than the ~15 % of fully
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more kernels was executing on the GPU.” [51]

idle GPU-hours reported by Li et al. [9], although if we include
the entire grouping of GPUs with <10 % utilization seen in the
November dataset of Fig. 7, then our value becomes also ~15 %
for November. The higher percentage of fully idle GPU-hours
seen in the November dataset compared to January could be
related to the observation in the previous section of a set of
jobs heavily using the CPU in the November dataset that was
not observed in January. We also hypothesize that some fully
idle GPUs likely result from allocating full nodes, even though
a given job may not be configured to use all 4 GPUs.

In general, the GPU resource curves exhibit a high degree of
variation between the November and January datasets compared
to the other resources analyzed. For November, we obtain a
very similar CDF for GPU compute utilization as compared to
Li et al. [9], with 34 % of our GPU-hours belonging to jobs
reaching at least 95 % utilization compared to their 38.5 %. The
January dataset exhibits significantly higher utilization with
fully 60 % of GPU-hours at or above 95 %.

Identifying unused GPU memory resources is slightly more
complicated, as none of the HBM2 utilization values in our
dataset are truly zero (minimum 0.438 GiB), consistent with the
NVML documentation indicating that “the driver/GPU always
sets aside a small amount of memory for bookkeeping.” [51]
The maximum value was the nominal 40 GiB, so that is used
as 100 % for normalization. After this normalization, the data
were manually inspected and a grouping of data was observed
with maximum utilization within 0.5 % of the minimum, so
this is used as a threshold to denote jobs where the actual user
code likely did not make any use of the GPU memory. By this
measure, we observe ~3.8 % of GPU-hours with no HBM2
utilization—noticeably lower than for fully idle compute.

This is again lower than observed by Li et al. [9], who
recorded 10.6 % of GPU-hours using no HBM2 capacity,
but also matches their finding of more GPU-hours with idle
compute as compared to GPU-hours with idle memory. The
reason for this is not clear, but they posit that it may indicate

memory being used by other GPUs via the NVlink or for some
other purpose by the job. For non-idle memory, we also see
relatively even distribution across the full range, albeit with
higher overall utilization than Li et al. [9], with averages over
both datasets of only ~29 % and ~44 % of GPU-hours using
less than 25 % and 50 % of the HBM2 capacity, respectively,
compared to the 49.9 % and 70.5 % observed by Li et al. [9].

While co-scheduling jobs on a single GPU would require
great care to avoid contention issues, co-scheduling jobs
onto different GPUs within a node should be much more
straightforward, especially given the availability of CPU
compute and DDR4 resources already observed. This would
hopefully address the 8–15 % of fully idle GPU compute hours,
and one would then not have to worry about HBM2 capacity
or bandwidth contention because each job would have its own
separate GPU hardware and dedicated HCA.

1) GPU Power Draw: We know that measuring energy
usage of jobs will ultimately be crucial for characterizing the
(energy) efficiency of HPC systems, but such energy data is
still in short supply. In our current datasets, the only relevant
metric is the power draw of the GPUs reported by NVML,
which could in theory be integrated to estimate GPU energy
usage for a job, but the one minute sampling interval of our
data would make this a rough estimate. Fortunately, the GPUs
account for the majority of the power draw on most accelerated
systems, so even in the absence of data for other components
it can still provide some useful insights. For reference, each
A100 has a thermal design power (TDP) of 400 W while for
each EPYC 7402 CPU the TDP is 180 W, meaning the four
GPUs can draw over 4× as much power as the two CPUs, and
as seen in section III-B the CPUs have low utilization on the
Booster making it likely the real ratio is even higher.

CDFs of the measured GPU power usage are shown in Fig. 8.
Of immediate note is that while the average CDFs show that
virtually all jobs have an average draw within the nominal
TDP, just over 10 % of the GPU-hours have maximums that
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Fig. 8. Cumulative distribution functions of maximum and average GPU
power draw per GPU per job, weighted by GPU-hours. Even fully idle GPUs
consume power, and the shape of the curves are much more similar to the
HBM2 Utilization in Fig. 7 than that of the utilization reported by NVML.
Average power draw is almost fully within TDP but maximums may exceed it.

spike above this, with the maximum reported value being
479 W. Partly for this reason, and partly because power is not
a resource we are trying to maximize usage of, we have not
normalized the x-axis in Fig. 8, but rather left it in Watts.

Also, < 1% of GPU-hours had power draw close to zero,
despite observing 8–15 % of GPU-hours with next to zero
compute utilization in Fig. 7. This confirms that such hardware
still consumes some power even while not in use, and therefore
maximizing utilization and reducing idle time should be more
energy efficient for a given amount of computational work.

Given the overly optimistic nature of the utilization metric
reported by NVML, where even a single kernel running on the
GPU shows it as in-use, the power draw can also provide an
interesting comparison as a possible proxy for more realistically
indicating how fully occupied the GPU compute units are. The
curves in Fig. 8 are indeed much more similar to those of the
HBM2 utilization in Fig. 7 and do not show anything like the
saturation near 100 % of the compute utilization in the latter
(Fig. 7). While far from perfect—especially since maximizing
power usage is certainly not a target outcome in itself—this
does indicate that, in the absence of better compute utilization
data, the power draw might serve as a rough approximation.5

D. Interconnect Utilization

To quantify the bandwidth utilization of the network in-
terconnect, LLview reports the total volume of data moved
into and out of each node. These values will include both
I/O data movement to and from the storage system, as well
as communication with other nodes in the job. Data being
communicated with other process on the same node would
not be included here. On the Cluster the nominally reported
network injection bandwidth is 12.5 GB/s bi-directional from

5We note that better measures of GPU occupancy might be gathered from
tools such as NVIDIA’s Data Center GPU Manager (DCGM) [54], but a proxy
can still be useful when such tools are unable to be used (e.g., when the use
of other profiling tools precludes it). FZJ is in the process of adding improved
GPU measures to LLview, but this had not occurred in time for this study.

a single node while for the Booster it is 100 GB/s [1], and so
100 % utilization is normalized to these values in Fig. 9.

Values reported by LLview are average rates of data moved
over the preceding one minute sample period, so short bursts
will be reduced by averaging. Therefore, the values of the
maximum CDFs in Fig. 9 are the maximum values for each
job recorded in our dataset, but instantaneous rates could have
been significantly higher. In particular, note that sustaining
100 % of the bandwidth caps over a full one minute sampling
interval would imply moving 750 GB or 6000 GB of data per
node per minute for the Cluster and Booster, respectively. It
would seem likely to be difficult for a code to make effective use
of such volumes of data, particularly when the local memory
capacity is almost an order of magnitude smaller. As network
bandwidth utilization is known to be bursty [8], it is likely
that many jobs will still max out the bandwidth over shorter
intervals, so while it may seem over-provisioned on average—
due to our large sample interval—that is because the limit
is designed to avoid bottlenecking during intense bursts and
thereby degrading application performance.

Fig. 9 indeed shows that the vast majority of the workload
on both modules never require such high sustained data transfer.
With the exception of incoming data transfer on the Cluster,
over 80 % of the node-hours reach maximally 15 % of the
respective maximum bandwidth per minute. That the maximum
incoming data transfer is significantly higher on the Cluster
compared to the outgoing, while the average CDFs for incoming
and outgoing almost entirely overlap, implies that Cluster
workloads tend to have short but intense phases of reading in
data, presumably during initialization, whereas writing reaches
significantly lower sustained peaks. Interestingly, this separation
is not seen for the Booster, which implies a more balanced
ratio of data being read and written throughout the runtime of
GPU-accelerated jobs.

Michelogiannakis et al. [8] observed similarly low network
bandwidth usage per node, although comparing exact numbers
is problematic because firstly, they sample every second, which
will facilitate capturing of short but intense peaks; and secondly,
they plot their CDFs using all samples individually, rather than
first aggregating over each job. They do see higher usage
on their higher concurrency KNL (Knights Landing) nodes
compared to their Haswell nodes, a trend that is borne out
also in our data, where the Booster nodes reach much higher
absolute bandwidth utilization compared to the Cluster (the
entire range for the Cluster data is just the smallest 12.5 %
of that for the Booster). This is to be expected, as the much
greater computing power of the GPU accelerators would require
commensurately more data to keep the compute units occupied.

For scheduling, this implies that one need not be too
concerned about saturating the individual node interconnect
bandwidth limits when adding more jobs; however, further
investigation of other potential choke points in the network
topology will be required beyond the scope of this present
work. In particular, the Cluster CDFs for incoming data transfer
have fat tails, which might merit some special consideration
for high-utilization reading-in phases of certain jobs.
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Fig. 9. Cumulative distribution functions of maximum and average outgoing and incoming interconnect bandwidth utilization per job, weighted by node-hours.
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IV. CONCLUSIONS

This paper describes a thorough study of the utilization of
various hardware resources on JUWELS, a modular supercom-
puter that has been in production for several years. We analyze
two independent full-month datasets from JUWELS to verify
the robustness over time and also compare with results from
previous literature to establish that our main conclusions are
generalizable between different machines and HPC centers.

Overall utilization is found to be much closer to optimal
on the Cluster module, particularly for CPU compute, where
almost all node hours occur at sensible operating points and the
average and maximum usage are close to each other. This aligns
with the hypothesis that high utilization is easier to achieve
on more homogeneous systems, especially as application
developers have had more time to adapt codes for multicore
CPU-only architectures as compared to accelerated systems.

On the Booster, the CPUs are found to merely support the
GPUs, as expected, so there would be plenty of scope for
co-scheduling CPU-focused and GPU-focused jobs. There is
also significant underutilization of host memory capacity, with
only a quarter of jobs using more than half the DDR4 at
any point in their runtimes. Thus, there would be capacity
available for co-scheduled jobs (memory bandwidth must also
be considered, as noted in section III-A, but was outside the
scope of data available for this study). Some fully idle GPU-
hours are observed, likely due to jobs that are not configured to
use all four GPUs on a node, so co-scheduling of multiple such
jobs on a single node would be an obvious first step to improve
GPU utilization without having to worry about contention for
individual GPU compute, HBM2 or HCA resources.

Analyzing the areas under and between the CDFs for both the
average and maximum resource utilization revealed that most
co-scheduling gains should be realizable by optimizing static
allocations, which do not change over time but are matched to
the maximum amount needed at any point in the job’s runtime.

Attempting to co-schedule jobs with complementary temporal
variation (where the maximum requirements may be larger than
can be accommodated concurrently, but are expected to occur
at different times) is both a much more challenging problem
and with much smaller potential gains.

We were also able to make many similar observations
as Peng et al. [13], Michelogiannakis et al. [8], and Li et
al. [9] despite having a one minute sampling frequency for
our data, compared to their one and ten second cadences.
Moreover, this validates the procedure of Peng et al. [13]
where they coarsened their data to one minute intervals before
analysis. This demonstrates that useful conclusions can be
drawn without requiring intractably large data sets and while
minimizing the impact of monitoring processes on the executing
workloads. Higher sampling rates can be reserved for only
selected resources such as interconnect usage, where bursty
rather than sustained usage is more common.

Future work will include making such analysis more sys-
tematic, e.g., generating such CDFs at periodic intervals to
better understand and identify high-level changes or anomalies
in system utilization. As well, actual development, implemen-
tation, and testing of dynamic co-scheduling policies will be
undertaken as part of a multi-year effort to improve efficiency,
guided initially by the conclusions from this study. This will
also involve addressing identified deficiencies such as how to
measure memory bandwidth usage to avoid contention therein.
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